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## Introduction

The aim of this coursework was to design and implement a prototype of an online catalogue web application. My online catalogue is a collection of my favourite movies. This was achieved by using the virtual server Levinux and the command line logged in using SSH. The web app was built using micro-framework Python Flask, which has many useful tools, such as debugging tools or templating using Jinja2.

## Design

URL hierarchy was designed as different genres: comedies, drama, animation and sci-fi, which are appropriate for finding and retrieving information about collection. I researched other movie sites to see how they categorize their databases, e.g. in IMDB users can search by many more parameters: actors, soundtracks, producers, etc. This categorization would be useful for bigger projects or if my collection was larger.

To style the app was used Bootstrap framework and ‘United’ free theme [1] was used to add orange styling and distinctive Ubuntu font. The use of this theme is mentioned in CSS comment to credit the authors.

To improve the design and user experience appropriate images downloaded from internet were added. These are covered by creative common license, so could not be used without permission if the app was deployed on the publically accessible server. The images, favicon and Bootstrap CSS are accessed by the Flask “url\_for” function.

![](data:image/png;base64,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)

Figure 1: Folders and files structure

### Flask routing, redirects, template inheritance

The app is deployed by index.py. Each route (web address) uses appropriate template to generate HTML page and loads the data with JSON file. Folder src contains file index.py (that deploys the app) and static and templates folders. Static folder contains CSS, fonts, images, JavaScript and favicon. Templates folder stores all HTML pages. The index.py file contains different trailing slashes to redirect user to different URL pages: Films, Comedies, Drama, Animation, Sci-fi and Error. HTML is generated by render\_template function. The HTML templates include Jinja2 variable tags indicated by {{ }} for title using conditional behaviour.

### Flask error

To better fit in with the design of the app personalized error page was created. The debugging tool was set to “True” to print out debug information, which helps with designing the content. This would be changed back to “False” if the web app ran on a public server to prevent security breach.

### JSON

All data for my catalogue are saved in JSON file films.json. I used [2] suggestion to import the data to my html pages using variable tags indicated by {{ }}.

## Enhancements

To improve user experience and overall design, I would include:

* search option to easily search through the database,
* form to upload new movies,
* other searchable categories, e.g. actors, year, directors, more genres, etc.,
* different users option, e.g. sessions to hide mature content from users who are underage,
* improved template inheritance to help easily change sub-parts of individual pages.
* trailer videos or film streaming,
* social media recommender systems, such as Facebook likes,
* about me page.

## Critical evaluation

My web-app meets the criteria of the coursework. Although only 6 films were used, this is sufficient to show the level of functionality required.

If more time was allowed, more categories to choose from, more films, trailers or films streaming would be added. In this case search function would be very important to access information.

Another change would be the template inheritance to define header, footer or any other sub-part of individual pages in app to change and manage the look and feel of the app very easily.

## Personal evaluation

By completing this coursework, I learnt to use the dynamic programming language Python and its library. I constructed a web application that can run across different software platforms.

I familiarized myself with terminal command line and non-graphical text editor Vim. To learn how to use vim I used online tutorials [3], [4].

I learnt how to construct a simple JSON file and load its data to HTML pages using Python.

I used the command line application Git as my source control system, which I familiarized with at [5] and [6].

The source code was stored by pushing into my personal GitHub account repository. To easily transfer files from my computer to GitHub and Levinux respectively I tried to use a file management tool CyberDuck. This tool unfortunately did not connect to GitHub, therefore I found a different solution [7] and downloaded GitHub Desktop. This tool allowed me to save a copy of a GitHub repository on my local machine, make changes easily in Visual Studio Code and synchronize back to GitHub.

## Resources

|  |  |
| --- | --- |
| * Levinux | * Python |
| * Python Flask | * Python Jinja2 |
| * HTML/CSS/JS/JSON | * Bootstrap |
| * Vim | * GitHub Desktop |
| * Git | * GitHub |
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